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# 1. Техническое задание

В данном курсовом проекте будет разработан SAX-парсер JSON формата на языке программирования С, что соответствует индивидуальному заданию по прикладному программированию. На основе разработанного парсера будет разработана программа, отображающая работоспособность написанного парсера. Входные данные будут представлять собой файл JSON, а выходные данные будут печататься в консоль, по мере того как парсер SAX будет присылать события. Рассмотрим каждый аспект подробнее.

1. **Формат командной строки.**

Вызов программы из командной строки будет осуществляться следующим образом:

Parser\_JSON input.json

1. **Формат входного файла**

Формат входного файла: файл формата JSON в котором содержится корневой элемент любого из следующих типов («Объект», «Массив», «null», «true», «false») (текст, соответствующий формату JSON)

1. **Формат выходных данных**

Выходными данными являются выполнение переданных в парсер функций:

* startDocument();
* endDocument();
* startElement(TokenType);
* endElement(TokenType);
* characters(Token);

Реализация данных функций должна содержать вывод строк в консоль:

* “startDocument “
* “endDocument “
* “startElement + TokenType”
* “endElement + TokenType”
* “characters >>> «текстовое содержимое токена»”

1. **Обработка ошибок формата JSON**

Ошибки в формате JSON должны завершать программу с кодом 1 и   
выводить краткое описание сути ошибки.

Таким образом, разработанная программа SAX – парсер JSON формата должна сообщать, когда она находит в JSON-файле разные вещи (начало/конец элемента/документа и передавать при нахождении токена (элемента) его содержимое).

В частности:

* SAX не должен строить в памяти дерево JSON-элементов.
* Парсер SAX должен посылать события по мере того, как он находит в JSON-файле разные элементы. На усмотрение пользователя парсера решать, как (и если) он хочет сохранять эти данные.
* SAX должен посылать события немедленно. Пользователь не должен ожидать, пока парсер закончит чтение документа.

**Тестирование**. Для тестирования будут взяты проверенные на корректность JSON файлы и файлы с ошибкой в JSON. Проверка будет происходить с помощью передачи абсолютного пути тестируемого файла через аргументы к прикладной программе, которая отображает работоспособность написанного парсера. Для тестирования ошибок в формате JSON, требуется создать набор тестов, отображающих корректность завершения программы с описанием сути ошибки JSON формата.

# 2. Метод решения

Программа состоит из 3 файлов. Два файла относятся непосредственно к парсеру (Parcer.c Parcer.h) и файл прикладной программы, использующей парсер Main.c.

Заголовочный файл («header») – Parcer.h – содержит в себе объявление 2 структур: Токена (Token) и Парсера (Parser) и 3 перечислений: перечисление основных типов ошибок при работе парсера, перечисление основных типов JSON, перечисление состояний при парсинге объекта. Также данный файл содержит 4 публичных метода для взаимосвязи с парсером.

Начинается программа с файла Main.c. В него передаются аргументы командной строки для дальнейшей обработки. Если строка запуска удовлетворяет заданному формату, то происходит передача строки, содержащей путь до json файла в аргументы функции getJSON(), которая также принимает в аргументы переопределенные нами функции обратного вызова. Далее работа происходит в файле Parse.c.

Следующий этап – за первый проход подсчитывается кол-во токенов, за второй проход происходит проверка токенов на корректность и проброс через метод обратного вызова, а также запись в массив токена.

В программе используются только стандартные подключаемые библиотеки и методы. Все действие основано на обработке строк и символов.

# 3. Листинг программы

## 3.1. Parser.h

|  |
| --- |
| #ifndef **\_\_PARSER\_H\_** #define **\_\_PARSER\_H\_** #include **<stddef.h>** #define **N** 80  **typedef enum** {  ***NUMBER*** = 0,  ***OBJECT*** = 1,  ***ARRAY*** = 2,  ***STRING*** = 3,  ***TRUE\_VALUE*** = 4,  ***FALSE\_VALUE*** = 5,  ***NULL\_VALUE*** = 6 } TokenType;  **typedef enum** {  ***ERROR\_ROOT\_TOKEN*** = -1,  ***ERROR\_NUMBER*** = -2,  ***ERROR\_BACKSLASH*** = -3,  ***ERROR\_OBJECT\_PART*** = -4,  ***ERROR\_CHARACTER*** = -5,  ***ERROR\_STRING*** = -6,  ***ERROR\_NOMEM*** = -7,  ***ERROR\_INVAL*** = -8,  ***ERROR\_PART*** = -9,  ***ERROR\_UNDEFINED*** = -10 } TokenError;  **typedef struct** {  TokenType type;  **int** start;  **int** end;  **int** size; } Token;  **typedef enum** {  ***UNDEFINED*** = 0,  ***KEY*** = 1,  ***COLUMN*** = 2,  ***COMMA*** = 3 } HelpState;  **typedef struct** {  **int** position;  **int** toknext;  **int** toksuper; } Parser;  **void** freeParserJSON();  Token \*getNextToken(Token token);  **void** printToken(Token token);  Token getJSON(**char** \*JSON, **void** (\*startDocument)(), **void** (\*endDocument)()  , **void** (\*startElement)(TokenType), **void** (\*endElement)(TokenType), **void** (\*characters)(Token));   #endif |

## 3.2. Parser.c

|  |
| --- |
| #include **<stdlib.h>** #include **<mem.h>** #include **<stdio.h>** #include **<stdbool.h>** #include **"Parser.h"  static** Token \*tokensJSON;  **static char** \*document;  **static void** (\*startDocumentCallback)();  **static void** (\*endDocumentCallback)();  **static void** (\*startElementCallback)(TokenType tokenType);  **static void** (\*endElementCallback)(TokenType tokenType);  **static void** (\*charactersCallback)(Token token);  **static** Token \*alloc\_token(Parser \*parser,  Token \*tokens, size\_t num\_tokens) {  Token \*tok;  **if** (parser->toknext >= (**signed**) num\_tokens) {  **return NULL**;  }  tok = &tokens[parser->toknext++];  tok->start = tok->end = -1;  tok->size = 0;  **return** tok; }  **static void** fill\_token(Token \*token, TokenType type,  **int** start, **int** end) {  token->type = type;  token->start = start;  token->end = end;  token->size = 0;  charactersCallback(\*token); }  **static void** subString(**const char** \*string, **int** offset, **int** length, **char** \*\*dst) {  \*dst = calloc((size\_t) (length + 1), **sizeof**(**char**));  **for** (**int** i = 0; i < length; ++i) {  (\*dst)[i] = string[offset + i];  } }   **static int** parse\_different(Parser \*parser, **const char** \*js,  size\_t len, Token \*tokens, size\_t num\_tokens) {  Token \*token;  **int** start = parser->position;  TokenType tokenType;  **for** (; parser->position < (**signed**) len && js[parser->position] != **'\0'**; parser->position++) {  **switch** (js[parser->position]) {  *// определяем что токен не являющийся массиовм или объектом или  // строкой завершился с помощью одного из следующих символов* **case '\t'** :  **case '\r'** :  **case '\n'** :  **case ' '** :  **case ','** :  **case ']'** :  **case '}'** :  **goto** found;  **default**:  **break**;  }   *// бросаем ошибку потому что нашли символ который не входит в таблицу ASCII* **if** (js[parser->position] < 32 || js[parser->position] >= 127) {  parser->position = start;  **return *ERROR\_INVAL***;  }  }   *//сюда попадем если нашли токен, знаем его старт и конец и валидность символов внутри токена* found:   *//если режим подсчета токенов то ничего не делаем откатываем позицию и прерываем обработку токена* **if** (!tokens) {  parser->position--;  **return** (TokenError) 0;  }   *//Находим тип* **char** \*tokenString;  **int** length = parser->position - start;  subString(js, start, length, &tokenString);   **if** (strcmp(tokenString, **"null"**) == 0) tokenType = ***NULL\_VALUE***;  **else if** (strcmp(tokenString, **"true"**) == 0) tokenType = ***TRUE\_VALUE***;  **else if** (strcmp(tokenString, **"false"**) == 0) tokenType = ***FALSE\_VALUE***;  **else** tokenType = ***NUMBER***;  startElementCallback(tokenType);  **if** (tokenType == ***NUMBER***) {  *//проверяем валидность числа  // 1) начинается с цифры или со знака минус* **if** (!(js[start] < 0x30 || js[start] > 0x39) || js[start] == **'-'**) {  *// 2) если начинается с цифры 0 и если все число не является 0, то обязательно должна быть плавающая точка* **if** (js[start] == **'0'** && start + 1 < parser->position && js[start + 1] != **'.'**) **return *ERROR\_NUMBER***;  *//объявляем переменыые для уникальности одной точки в числе и експоненциальной формы* **int** i = 0;  **bool** hasFloat = **false**;  **bool** hasExp = **false**;  *// смещаемся если был знак '-'* **if** (js[start] == **'-'**) {  i = start + 1;  } **else** {  i = start;  }  *// проверяем остальные числа* **for** (; i < parser->position; ++i) {  *// если это не последний символ и он равен точке - проверяем что точки еще не было и экспоненциалной формы,  // так как точка не может стоять после экспоненциальной формы, смещаемся если все норм :)* **if** (i < parser->position - 1 && js[i] == **'.'**) {  **if** (!hasFloat && !hasExp) {  i++;  hasFloat = **true**;  } **else return *ERROR\_NUMBER***;  }  *//проверка экспоненциальной формы* **if** (i < parser->position - 1 && (js[i] == **'e'** || js[i] == **'E'**)) {  **int** offset = 1;  **if** (js[i + 1] == **'-'** || js[i + 1] == **'+'**) offset++;  **if** (!hasExp) {  i += offset;  hasExp = **true**;  } **else return *ERROR\_NUMBER***;  }  *//не является цифрой* **if** (js[i] < 0x30 || js[i] > 0x39) {  **return *ERROR\_NUMBER***;  }  }  } **else return *ERROR\_INVAL***;   }   *//выделяем память под токен* token = alloc\_token(parser, tokens, num\_tokens);   *//если выделенная память на кол-во токенов заполнена (исчерпали все кол-во токенов в аргументах парсера)* **if** (!token) {  parser->position = start;  **return *ERROR\_NOMEM***;  }   *//если все норм, то заполняем токен* fill\_token(token, tokenType, start, parser->position);  *// откатываем позицию назад* endElementCallback(tokenType);  parser->position--;   **return** 0; }  **static int** parse\_string(Parser \*parser, **const char** \*js,  size\_t len, Token \*tokens, size\_t num\_tokens) {  *//токен строки* Token \*token;  **int** start = parser->position;  parser->position++;  **if** (tokens) {  startElementCallback(***STRING***);  }  **for** (; parser->position < (**signed**) len && js[parser->position] != **'\0'**; parser->position++) {  *//символ строки* **char** c = js[parser->position];  **if** (c == **'\t'** || c == **'\n'**) {  **return *ERROR\_STRING***;  }  *//нашли кавычку* **if** (c == **'\"'**) {  *//если режим подсчета токенов, ниче не делаем возвращаем нолик :)* **if** (!tokens) {  **return** 0;  }  *// выделяем память под токен стринга* token = alloc\_token(parser, tokens, num\_tokens);  *// если исчерпали ресурс токенов (заданное кол-во)* **if** (!token) {  parser->position = start;  **return *ERROR\_NOMEM***;  }  *//заполняем токен* fill\_token(token, ***STRING***, start + 1, parser->position);  **return** 0;  }  *// если нашли обратный слэш и после него есть какой то символ* **if** (c == **'\\'** && parser->position + 1 < (**signed**) len) {  **int** i;  parser->position++;  **switch** (js[parser->position]) {  **case '\"'**:  **case '/'** :  **case '\\'** :  **case 'b'** :  **case 'f'** :  **case 'r'** :  **case 'n'** :  **case 't'** :  **break**;  **case 'u'**:  parser->position++;  **for** (i = 0; i < 4 && parser->position < (**signed**) len && js[parser->position] != **'\0'**; i++) {  **if** (!((js[parser->position] >= 48 && js[parser->position] <= 57) || */\* проверяем 0-9 \*/* (js[parser->position] >= 65 && js[parser->position] <= 70) || */\* проверяем A-F \*/* (js[parser->position] >= 97 && js[parser->position] <= 102))) { */\* проверяем a-f \*/* parser->position = (**unsigned int**) start;  **return *ERROR\_INVAL***;  }  parser->position++;  }  parser->position--;  **break**;  **default**:  parser->position = start;  **return *ERROR\_BACKSLASH***;  }  }  }  parser->position = (**unsigned int**) start;  **return *ERROR\_PART***; }   **static int** parse(Parser \*parser, **const char** \*js, size\_t len,  Token \*tokens, **unsigned int** countTokens) {  HelpState helpState = ***UNDEFINED***;  TokenError r;  **int** i;  Token \*tokenTemp;  *// Подсчет кол-ва токенов* **int** count = 0;  **if** (tokens)  startDocumentCallback();  *//пока не уткнулись в конец строки или не превысили указанный диапазон строки передвигаемся посимвольно* **for** (; parser->position < (**signed**) len && js[parser->position] != **'\0'**; parser->position++) {  *//определяем тип токена* TokenType type;  *//текущий символ* **char** c = js[parser->position];   **switch** (c) {  *// Если начало токена массива или объекта* **case '{'**:  **case '['**:  *// Мы нашли новый токен* count++;  *// Если режим подсчета токенов, то посчитали и хватит :)* **if** (!tokens) {  **break**;  }  **if** (c == **'{'**)startElementCallback(***OBJECT***);  **else** startElementCallback(***ARRAY***);  *// выделяем токен* tokenTemp = alloc\_token(parser, tokens, countTokens);  *// если превысили допустимое кол-во токенов* **if** (!tokenTemp)  **return *ERROR\_NOMEM***;  **if** (c == **'{'** && helpState != ***UNDEFINED***) helpState = ***UNDEFINED***;  *// если обрабатываем какой-то токен и нашли токен внутри него, то увеличиваем его кол-во детей* **if** (parser->toksuper != -1) {  tokens[parser->toksuper].size++;  }  *// определяем что же ве таки объект или массив* tokenTemp->type = (c == **'{'** ? ***OBJECT*** : ***ARRAY***);  *// устанавливаем токену метку начала токена в строке* tokenTemp->start = parser->position;  *// ставим родителя предпоследний токен* parser->toksuper = parser->toknext - 1;  **break**;  *// Если закончился токен (массив/объект)* **case '}'**:  **case ']'**:  *// Если был режим подсчета, то ниче не делаем* **if** (!tokens)  **break**;  *// определяем что тип токена* type = (c == **'}'** ? ***OBJECT*** : ***ARRAY***);  **if** (c == **'}'**) {  **if** (helpState == ***COLUMN*** || helpState == ***UNDEFINED***) {  helpState = ***COLUMN***;  } **else return *ERROR\_OBJECT\_PART***;  }  *// пробегаемся по всем найденым токенам* **for** (i = parser->toknext - 1; i >= 0; i--) {  tokenTemp = &tokens[i];  *// если начало существует а конец еще не определен* **if** (tokenTemp->start != -1 && tokenTemp->end == -1) {  *// если найденный тип не соответсвует Пример: {[ }] скобка закончилась раньше* **if** (tokenTemp->type != type) {  **return *ERROR\_PART***;  }  *// сбрасываем текущий обрабатываемый токен* parser->toksuper = -1;  *// устанавливаем конец токена в строке* tokenTemp->end = parser->position + 1;  charactersCallback(\*tokenTemp);  **break**;  }  }  *// если не нашли обрабатываемый токен (когда кол-во закрывающих скобок больше начинающих)* **if** (i == -1) **return *ERROR\_PART***;  *// доходим до конца массива токенов для того чтобы узнать позицию следующего обрабатываемого токена* **for** (; i >= 0; i--) {  tokenTemp = &tokens[i];  *// если не обработаный в плане границ токен то устанавливаем индекс текущего обрабатываемого токена* **if** (tokenTemp->start != -1 && tokenTemp->end == -1) {  *// текущий индекс токена в массиве токенов который мы обрабатываем* parser->toksuper = i;  **break**;  }  }  endElementCallback(***ARRAY***);  **break**;  *// Если нашли кавычку* **case '\"'**:   *// проверяем строку* r = (TokenError) parse\_string(parser, js, len, tokens, countTokens);  **if** (r < 0)**return** r;   *// если поймали ошибку в формате строки то возвращаем код ошибки  // токен строки считаем* count++;  **if** (!tokens) **break**;  **if** (parser->toksuper == -1)  **return *ERROR\_ROOT\_TOKEN***;  **if** (helpState == ***UNDEFINED*** && tokens[parser->toksuper].type == ***OBJECT***) helpState = ***COMMA***;  **if** (tokens[parser->toksuper].type == ***OBJECT***) {  **if** (helpState == ***COMMA***) helpState = ***KEY***;  **else if** (helpState != ***COLUMN***)  **return *ERROR\_OBJECT\_PART***;  }  *// если режим не подсчета токенов и предок есть то увеличиваем кол-во чайлдов* **if** (parser->toksuper != -1)  tokens[parser->toksuper].size++;  endElementCallback(***STRING***);  **break**;  *// если управляющие символы или пробел то ничего не делаем* **case '\t'** :  **case '\r'** :  **case '\n'** :  **case ' '**:  **break**;  *// нашли разделитель между ключем и значением* **case ':'**:  *//ставим родителя как предпоследний токен  // parser->toksuper = parser->toknext - 1;* **if** (!tokens)**break**;  **if** (tokens[parser->toksuper].type != ***OBJECT***) **return *ERROR\_CHARACTER***;  **if** (helpState == ***KEY***) helpState = ***COLUMN***;  **else return *ERROR\_OBJECT\_PART***;  **break**;  *// если нашли разграничитель между токенами* **case ','**:  *// переопределяем ToSuper так как мы перечисляем токены в Toksuper  // если режим не подсчета токенов и мы находимся не в массиве и не в объекте* **if** (tokens && tokens[parser->toksuper].type == ***OBJECT***) {  **if** (helpState == ***COLUMN***) helpState = ***COMMA***;  **else** {  **return *ERROR\_OBJECT\_PART***;  }  }  **if** (tokens && tokens[parser->toksuper].type != ***ARRAY*** && tokens[parser->toksuper].type != ***OBJECT***) {  *// идем по всем токенам и находим самый близжайший массив или объект* **for** (i = parser->toknext - 1; i >= 0; i--) {  *// если токен равен объекту или массиву* **if** (tokens[i].type == ***ARRAY*** || tokens[i].type == ***OBJECT***) {  *// если найденный токен не закрыт, то указываем родителя на него* **if** (tokens[i].start != -1 && tokens[i].end == -1) {  parser->toksuper = i;  **break**;  }  }  }  }  **break**;  *//если нашли что то другое* **default**:  *//пробуем определить что это число/true/false/null* r = (TokenError) parse\_different(parser, js, len, tokens, countTokens);  **if** (r < 0) **return** r;  *//увеличиваем кол-во токенов если режим подсчета* count++;  *//увеличиваем кол-во чайлдов если режим не подсчета и мы обрабатываем какой то токен* **if** (parser->toksuper != -1 && tokens)  tokens[parser->toksuper].size++;  **break**;  }  }  *// если режим не поиска кол-ва токенов то проверяем корневой токен на тип* **if** (tokens && (tokens[0].type != ***OBJECT*** && tokens[0].type != ***ARRAY*** && tokens[0].type != ***TRUE\_VALUE*** && tokens[0].type != ***FALSE\_VALUE*** && tokens[0].type != ***NULL\_VALUE***)) {  **return *ERROR\_ROOT\_TOKEN***;  }  *// пробегаемся по всем токенам если они есть и проверяем на завершенность обработки  // токенов* **for** (i = parser->toknext - 1; i >= 0; i--) {  **if** (tokens[i].start != -1 && tokens[i].end == -1) {  **return *ERROR\_PART***;  }  }  **if** (tokens)  endDocumentCallback();  **return** count; }   **static void** trim(**const char** \*line, **char** \*y, **int** \*startName) {  **int** newSize = **N**;  **for** (**int** i = 0; i < **N**; ++i) {  **if** (line[i] != **'\n'** || \*startName == 1) {  **if** (line[i] == **' '**) {  **if** (\*startName == 1) {  y[i - (**N** - newSize)] = line[i];  } **else** newSize--;  } **else** {  y[i - (**N** - newSize)] = line[i];  }  **if** (line[i] == **'\"'**) {  **if** (\*startName == 0) \*startName = 1;  **else** \*startName = 0;  }  } **else** {  **break**;  }  } }  **static char** \*concat(**char** \*s1, **char** \*s2) {   size\_t len1 = strlen(s1);  size\_t len2 = strlen(s2);  **char** \*result = calloc((size\_t) len1 + len2 + 1, **sizeof**(**char**));  **if** (!result) {  fprintf(**stderr**, **"calloc() failed: insufficient memory!\n"**);  **return NULL**;  }  memcpy(result, s1, len1);  memcpy(result + len1, s2, len2 + 1);  **return** result; }  **static char** \*parseFromFile(**char** name[]) {  FILE \*fp;  **char** line[**N**];  **char** refactorLine[**N**];  **char** \*first = **""**;  memset(refactorLine, 0, **sizeof** refactorLine);  **int** startName = 0;  fp = fopen(name, **"r"**);  **if** (fp == **NULL**) {  perror(**"File not found"**);  exit(1);  }  **while** (fgets(line, **N**, fp) != **NULL**) {  trim(line, refactorLine, &startName);  first = concat(first, refactorLine);  memset(refactorLine, 0, **sizeof** refactorLine);  }  fclose(fp);  **return** first; }  **static char** \*getJsonInline(**char** \*path) {  **return** parseFromFile(path); *//create String JSON without space and \n* }   Token \*getNextToken(Token token) {  **for** (**int** i = 0; i < (**signed**) (\_msize(tokensJSON) / **sizeof**(Token)); ++i) {  **if** (tokensJSON[i].start == token.start && tokensJSON[i].end == token.end) {  **return** &tokensJSON[i + 1];  }  }  **return NULL**; }  **void** printToken(Token token) {  **char** \*result;  **int** size = token.end - token.start;  subString(document, token.start, size, &result);  printf(**"%s"**, result);  free(result); }  **static void** init(Parser \*parser) {  parser->position = 0;  parser->toknext = 0;  parser->toksuper = -1; }  **static void** throwError(**int** error) {  **switch** (error) {  **case *ERROR\_ROOT\_TOKEN***:  perror(**"Undefined JSON ROOT. A JSON payload should be an object or array"**);  exit(***ERROR\_ROOT\_TOKEN***);  **break**;  **case *ERROR\_NUMBER***:  perror(**"The number must be in the correct form"**);  exit(***ERROR\_NUMBER***);  **break**;  **case *ERROR\_BACKSLASH***:  perror(**"Undefined control character"**);  exit(***ERROR\_BACKSLASH***);  **break**;  **case *ERROR\_NOMEM***:  perror(**"cant allocate memory for tokens"**);  exit(***ERROR\_NOMEM***);  **break**;  **case *ERROR\_INVAL***:  perror(**"Illegal Arguments!"**);  exit(***ERROR\_INVAL***);  **break**;  **case *ERROR\_PART***:  perror(**"Incorrect part"**);  exit(***ERROR\_PART***);  **break**;  **case *ERROR\_CHARACTER***:  perror(**"Undefined character ':'"**);  exit(***ERROR\_CHARACTER***);  **break**;  **case *ERROR\_OBJECT\_PART***:  perror(**"Object in JSON should be {\"key\": value, \"key\":value}"**);  exit(***ERROR\_OBJECT\_PART***);  **break**;  **case *ERROR\_STRING***:  perror(**"String is broken"**);  exit(***ERROR\_STRING***);  **break**;;  **default**:  perror(**"Unsupported Error"**);  exit(***ERROR\_UNDEFINED***);  **break**;  } }  */\*\*  \* Parse JSON String & convert to Tokens  \* @return root Token (JSON)  \*/* **static** Token \*getJsonTokens() {  **char** \*jsonLine = document;  **int** count; *//count of Token* **int** err; *//value Error* Parser p; *//parser* init(&p);  *// за первый проход считаем кол-во токенов для того чтобы выделить память* count = parse(&p, jsonLine, strlen(jsonLine), **NULL**, 10);  **if** (count < 0) {  throwError(count);  }  *// выделяем память для массива токенов* tokensJSON = calloc((size\_t) count, **sizeof**(Token));  **if** (!tokensJSON) {  throwError(***ERROR\_NOMEM***);  }  init(&p);  err = parse(&p, jsonLine, strlen(jsonLine), tokensJSON, (**unsigned int**) count);  **if** (err < 0) {  throwError(err);  }  **return** tokensJSON; }  */\*\*  \* Convert JSON text in file to inline text  \* Start parse JSON String & convert to Tokens  \* @return root Token (JSON)  \*/* Token getJSON(**char** \*JSON, **void** (\*startDocument)(), **void** (\*endDocument)(), **void** (\*startElement)(TokenType),  **void** (\*endElement)(TokenType), **void** (\*characters)(Token)) {  startDocumentCallback = startDocument;  endDocumentCallback = endDocument;  startElementCallback = startElement;  endElementCallback = endElement;  charactersCallback = characters;  document = getJsonInline(JSON);  **return** getJsonTokens()[0]; }  **void** freeParserJSON(){  free(tokensJSON);  free(document); } |

## 3.3. Main.c

|  |
| --- |
| #include **<stdio.h>** #include **<stdlib.h>** #include **"Parser.h"** */\*\*  \* Require for give string value tokenType  \* \*/* **static char** \*getStringType(TokenType tokenType) {  **switch** (tokenType) {  **case *ARRAY***:  **return "ARRAY"**;  **case *OBJECT***:  **return "OBJECT"**;  **case *NUMBER***:  **return "NUMBER"**;  **case *STRING***:  **return "STRING"**;  **case *NULL\_VALUE***:  **return "NULL"**;  **case *TRUE\_VALUE***:  **return "TRUE"**;  **case *FALSE\_VALUE***:  **return "FALSE"**;  **default**:  perror(**"UNDEFINED TOKEN TYPE"**);  exit(1);  } }  */\*\*  \* Прерываем программу с помощью ввода данных  \* \*/* **static void** interrupt() {  **int** c = getchar();  **while** (c != **'\n'**) {  c = getchar();  } }  */\*\*  \* implements require for callback notify event  \*/* **static void** startDocument() {  printf(**"starDocument"**);  interrupt(); }  **static void** endDocument() {  printf(**"endDocument"**);  interrupt(); }  **static void** startElement(TokenType tokenType) {  printf(**"startElement. Type = "**);  printf(**"%s"**, getStringType(tokenType));  interrupt(); }  **static void** endElement(TokenType tokenType) {  getStringType(tokenType);  printf(**"endElement. Type = "**);  printf(**"%s"**, getStringType(tokenType));  interrupt(); }  **static void** characters(Token token) {  printf(**"characters >>> "**);  printToken(token);  interrupt(); }  **int** main(**int** argc, **char** \*argv[]) {   */\*\*  \* SAX ParserJSON  \*\*/* **if** (argc != 2) {  perror(**"Does not match the format of the input command. \n For example: \"parser C:\\Users\\ilya\\Desktop\\testForJson\\pass1.json\""**);  **return** 1;  }  Token token = getJSON(argv[1], startDocument,  endDocument, startElement, endElement, characters);  printToken(\*getNextToken(token));  freeParserJSON();  **return** 0; } |

## 3.4. Makefile

|  |
| --- |
| **CC**=gcc **CFLAG**=-pedantic -Wall -Wextra **CFLAGS**=$(CFLAG) -c -o  Parser\_JSON : main.o parser.o  $(CC) $(CFLAGS) -o Parser\_JSON main.o parser.o  main.o : Main.c  $(CC) $(CFLAGS) main.o Main.c  parser.o : Parser.c  $(CC) $(CFLAGS) parser.o Parser.c |

# 4. Коды ошибок

|  |  |  |
| --- | --- | --- |
| **Код ошибки** | **Сообщение** | **Комментарий** |
| 0 | - | Успешное завершение |
| 1 | - | Остановка программы пользователем. |
| -1 | Undefined JSON ROOT. A JSON payload should be an object, array, null true, false | Не определен корневой элемент. Корневым элементом могут являться: массив, объект, null, true, false. |
| -2 | The number must be in the correct form | Запись числа JSON записана не в корректной форме |
| -3 | Undefined control character | Управляющий символ не соответствует стандарту POSIX. |
| -4 | Object in JSON should be {"key": value, "key":value} | Нарушена структура описания содержимого объекта. (см. ECMA-404) |
| -5 | Undefined character ':' | Использование данного символа разрешено только внутри объекта. (см. ECMA-404) |
| -6 | String is broken | В строке содержится перевод каретки на следующую строку или табуляция |
| -7 | Can’t allocate memory for tokens | Произошла проблема выделения памяти. Требуется больше свободного места. Рекомендуется ограничить входные данные |
| -8 | Illegal Arguments! | Присутствует некорректный символ при встрече Unicode или отсутствует символ в кодировке ASCII (при этом не входит в состав строки) |
| -9 | Incorrect part | Не соблюдена структура оформления элементов JSON |
| -10 | Unsupported Error | Неопределенный код ошибки |

# 5. Моделирование ошибок. Тестирование

**Ошибка с кодом -1:** Пустой файл с расширением JSON.

|  |  |
| --- | --- |
| Входные данные | Результат |

**Ошибка с кодом -2:** Неправильный формат числа в экспоненциальной форме.

|  |  |
| --- | --- |
| Входные данные | Результат |

**Ошибка с кодом -3:** После одного бэкслеша стоит символ, такой, что образуемая комбинация с бэкслешем не присутствует в системе POSIX.

|  |  |
| --- | --- |
| Входные данные | Результат |

**Ошибка с кодом -4:** Не правильное состояние при завершении объекта. Состояние перечисления элементов в объекте.

|  |  |
| --- | --- |
| Входные данные | Результат |

**Ошибка с кодом -5:** Использование символа двоеточие помимо строки возможно только в разделении ключа и значения в объекте.

|  |  |
| --- | --- |
| Входные данные | Результат |

**Ошибка с кодом -6:** Строка разбита ‘\n’.

|  |  |
| --- | --- |
| Входные данные | Результат |

**Ошибка с кодом -8:** Некорректный символ в составе обозначения юникода.

|  |  |
| --- | --- |
| Входные данные | Результат |

**Ошибка с кодом -9:** Структура объекта объявлена, но нет завершающего символа ‘}’.

|  |  |
| --- | --- |
| Входные данные | Результат |

Теперь продемонстрируем работоспособность парсера на следующих примерах:

Входные данные:

![](data:image/png;base64,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)

Выходные данные:

starDocument

startElement. Type = ARRAY

startElement. Type = NUMBER

characters >>> 12.0004

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> 1.7734

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> 15

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> -42

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> -1.773412

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> 1.0e+28

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> -10e+281

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> 1.0e-28

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> -1.0e-28

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> -18.3872

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> -2.1

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> -1234567.891011121314

endElement. Type = NUMBER

characters >>> [12.0004,1.7734,15,-42,-1.773412,1.0e+28,-10e+281,1.0e-28,-1.0e-28,-18.3872,-2.1,-1234567.891011121314]

endElement. Type = ARRAY

endDocument

Тест2:

Входные данные:

[  
 **null**,  
 {  
 **"integer"**: 1234567890,  
 **"real"**: -9876.543210,  
 **"e"**: 0.123456789e-12,  
 **"E"**: 1.234567890E+34,  
 **""**: 23456789012E66,  
 **"zero"**: 0,  
 **"one"**: 1,  
 **"space"**: **" "**,  
 **"quote"**: **"\""**,  
 **"backslash"**: **"\\"**,  
 **"controls"**: **"\b\f\n\r\t"**,  
 **"slash"**: **"/ & \/"**,  
 **"alpha"**: **"abcdefghijklmnopqrstuvwyz"**,  
 **"ALPHA"**: **"ABCDEFGHIJKLMNOPQRSTUVWYZ"**,  
 **"digit"**: **"0123456789"**,  
 **"0123456789"**: **"digit"**,  
 **"special"**: **"`1~!@#$%^&\*()\_+-={':[,]}|;.</>?"**,  
 **"hex"**: **"\u0123\u4567\u89AB\uCDEF\uabcd\uef4A"**,  
 **"true"**: **true**,  
 **"false"**: **false**,  
 **"null"**: **null**,  
 **"array"**:[],  
 **"object"**:{},  
 **"address"**: **"50 St. James Street"**,  
 **"url"**: **"http://www.JSON.org/"**,  
 **"comment"**: **"// /\* <!-- --"**,  
 **"# -- --> \*/"**: **" "**,  
 **" s p a c e d "** :[1,2 , 3  
  
,  
  
4 , 5 , 6 ,7 ],**"compact"**:[1,2,3,4,5,6,7],  
 **"jsontext"**: **"{\"object with 1 member\":[\"array with 1 element\"]}"**,  
 **"quotes"**: **"&#34; \u0022 %22 0x22 034 &#x22;"**,  
 **"\/\\\"\uCAFE\uBABE\uAB98\uFCDE\ubcda\uef4A\b\f\n\r\t`1~!@#$%^&\*()\_+-=[]{}|;:',./<>?"**: **"A key can be any string"** },  
 0.5 ,98.6  
,  
99.44  
,  
  
1066,  
1e1,  
0.1e1,  
1e-1,  
1e00,2e+00,2e-00  
,**"rosebud"**]

Выходные данные:

starDocument

startElement. Type = ARRAY

startElement. Type = NULL

characters >>> null

endElement. Type = NULL

startElement. Type = OBJECT

startElement. Type = STRING

characters >>> integer

endElement. Type = STRING

startElement. Type = NUMBER

characters >>> 1234567890

endElement. Type = NUMBER

startElement. Type = STRING

characters >>> real

endElement. Type = STRING

startElement. Type = NUMBER

characters >>> -9876.543210

endElement. Type = NUMBER

startElement. Type = STRING

characters >>> e

endElement. Type = STRING

startElement. Type = NUMBER

characters >>> 0.123456789e-12

endElement. Type = NUMBER

startElement. Type = STRING

characters >>> E

endElement. Type = STRING

startElement. Type = NUMBER

characters >>> 1.234567890E+34

endElement. Type = NUMBER

startElement. Type = STRING

characters >>>

endElement. Type = STRING

startElement. Type = NUMBER

characters >>> 23456789012E66

endElement. Type = NUMBER

startElement. Type = STRING

characters >>> zero

endElement. Type = STRING

startElement. Type = NUMBER

characters >>> 0

endElement. Type = NUMBER

startElement. Type = STRING

characters >>> one

endElement. Type = STRING

startElement. Type = NUMBER

characters >>> 1

endElement. Type = NUMBER

startElement. Type = STRING

characters >>> space

endElement. Type = STRING

startElement. Type = STRING

characters >>>

endElement. Type = STRING

startElement. Type = STRING

characters >>> quote

endElement. Type = STRING

startElement. Type = STRING

characters >>> \"

endElement. Type = STRING

startElement. Type = STRING

characters >>> backslash

endElement. Type = STRING

startElement. Type = STRING

characters >>> \\

endElement. Type = STRING

startElement. Type = STRING

characters >>> controls

endElement. Type = STRING

startElement. Type = STRING

characters >>> \b\f\n\r\t

endElement. Type = STRING

startElement. Type = STRING

characters >>> slash

endElement. Type = STRING

startElement. Type = STRING

characters >>> /&\/

endElement. Type = STRING

startElement. Type = STRING

characters >>> alpha

endElement. Type = STRING

startElement. Type = STRING

characters >>> abcdefghijklmnopqrstuvwyz

endElement. Type = STRING

startElement. Type = STRING

characters >>> ALPHA

endElement. Type = STRING

startElement. Type = STRING

characters >>> ABCDEFGHIJKLMNOPQRSTUVWYZ

endElement. Type = STRING

startElement. Type = STRING

characters >>> digit

endElement. Type = STRING

startElement. Type = STRING

characters >>> 0123456789

endElement. Type = STRING

startElement. Type = STRING

characters >>> 0123456789

endElement. Type = STRING

startElement. Type = STRING

characters >>> digit

endElement. Type = STRING

startElement. Type = STRING

characters >>> special

endElement. Type = STRING

startElement. Type = STRING

characters >>> `1~!@#$%^&\*()\_+-={':[,]}|;.</>?

endElement. Type = STRING

startElement. Type = STRING

characters >>> hex

endElement. Type = STRING

startElement. Type = STRING

characters >>> \u0123\u4567\u89AB\uCDEF\uabcd\uef4A

endElement. Type = STRING

startElement. Type = STRING

characters >>> true

endElement. Type = STRING

startElement. Type = TRUE

characters >>> true

endElement. Type = TRUE

startElement. Type = STRING

characters >>> false

endElement. Type = STRING

startElement. Type = FALSE

characters >>> false

endElement. Type = FALSE

startElement. Type = STRING

characters >>> null

endElement. Type = STRING

startElement. Type = NULL

characters >>> null

endElement. Type = NULL

startElement. Type = STRING

characters >>> array

endElement. Type = STRING

startElement. Type = ARRAY

characters >>> []

endElement. Type = ARRAY

startElement. Type = STRING

characters >>> object

endElement. Type = STRING

startElement. Type = OBJECT

characters >>> {}

endElement. Type = ARRAY

startElement. Type = STRING

characters >>> address

endElement. Type = STRING

startElement. Type = STRING

characters >>> 50 St. James Street

endElement. Type = STRING

startElement. Type = STRING

characters >>> url

endElement. Type = STRING

startElement. Type = STRING

characters >>> http://www.JSON.org/

endElement. Type = STRING

startElement. Type = STRING

characters >>> comment

endElement. Type = STRING

startElement. Type = STRING

characters >>> // /\* <!-- --

endElement. Type = STRING

startElement. Type = STRING

characters >>> # -- --> \*/

endElement. Type = STRING

startElement. Type = STRING

characters >>>

endElement. Type = STRING

startElement. Type = STRING

characters >>> s p a c e d

endElement. Type = STRING

startElement. Type = ARRAY

startElement. Type = NUMBER

characters >>> 1

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> 2

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> 3

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> 4

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> 5

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> 6

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> 7

endElement. Type = NUMBER

characters >>> [1,2,3,4,5,6,7]

endElement. Type = ARRAY

startElement. Type = STRING

characters >>> compact

endElement. Type = STRING

startElement. Type = ARRAY

startElement. Type = NUMBER

characters >>> 1

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> 2

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> 3

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> 4

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> 5

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> 6

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> 7

endElement. Type = NUMBER

characters >>> [1,2,3,4,5,6,7]

endElement. Type = ARRAY

startElement. Type = STRING

characters >>> jsontext

endElement. Type = STRING

startElement. Type = STRING

characters >>> {\"objectwith1member\":[\"arraywith1element\"]}

endElement. Type = STRING

startElement. Type = STRING

characters >>> quotes

endElement. Type = STRING

startElement. Type = STRING

characters >>> &#34; \u0022 %22 0x22 034 &#x22;

endElement. Type = STRING

startElement. Type = STRING

characters >>> \/\\\"\uCAFE\uBABE\uAB98\uFCDE\ubcda\uef4A\b\f\n\r\t`1~!@#$%^&\*()\_+-=[]{}|;:',./<>?

endElement. Type = STRING

startElement. Type = STRING

characters >>> Akeycanbeanystring

endElement. Type = STRING

characters >>> {"integer":1234567890,"real":-9876.543210,"e":0.123456789e-12,"E":1.234567890E+34,"":23456789012E66,"zero

":0,"one":1,"space":" ","quote":"\"",

"backslash": "\\",

"controls": "\b\f\n\r\t",

"slash": "/&\/",

"alpha":"abcdefghijklmnopqrstuvwyz","ALPHA":"ABCDEFGHIJKLMNOPQRSTUVWYZ","digit":"0123456789","0123456789":"digit","speci

al":"`1~!@#$%^&\*()\_+-={':[,]}|;.</>?","hex":"\u0123\u4567\u89AB\uCDEF\uabcd\uef4A","true":true,"false":false,"null":null

,"array":[],"object":{},"address":"50 St. James Street","url":"http://www.JSON.org/","comment":"// /\* <!-- --","# -- -->

\*/":" "," s p a c e d ":[1,2,3,4,5,6,7],"compact":[1,2,3,4,5,6,7],"jsontext":"{\"objectwith1member\":[\"arraywith1eleme

nt\"]}","quotes":"&#34; \u0022 %22 0x22 034 &#x22;","\/\\\"\uCAFE\uBABE\uAB98\uFCDE\ubcda\uef4A\b\f\n\r\t`1~!@#$%^&\*()\_+

-=[]{}|;:',./<>?"

: "Akeycanbeanystring"

}

endElement. Type = ARRAY

startElement. Type = NUMBER

characters >>> 0.5

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> 98.6

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> 99.44

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> 1066

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> 1e1

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> 0.1e1

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> 1e-1

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> 1e00

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> 2e+00

endElement. Type = NUMBER

startElement. Type = NUMBER

characters >>> 2e-00

endElement. Type = NUMBER

startElement. Type = STRING

characters >>> rosebud

endElement. Type = STRING

characters >>> [null,{"integer":1234567890,"real":-9876.543210,"e":0.123456789e-12,"E":1.234567890E+34,"":23456789012E66

,"zero":0,"one":1,"space":" ","quote":"\"",

"backslash": "\\",

"controls": "\b\f\n\r\t",

"slash": "/&\/",

"alpha":"abcdefghijklmnopqrstuvwyz","ALPHA":"ABCDEFGHIJKLMNOPQRSTUVWYZ","digit":"0123456789","0123456789":"digit","speci

al":"`1~!@#$%^&\*()\_+-={':[,]}|;.</>?","hex":"\u0123\u4567\u89AB\uCDEF\uabcd\uef4A","true":true,"false":false,"null":null

,"array":[],"object":{},"address":"50 St. James Street","url":"http://www.JSON.org/","comment":"// /\* <!-- --","# -- -->

\*/":" "," s p a c e d ":[1,2,3,4,5,6,7],"compact":[1,2,3,4,5,6,7],"jsontext":"{\"objectwith1member\":[\"arraywith1eleme

nt\"]}","quotes":"&#34; \u0022 %22 0x22 034 &#x22;","\/\\\"\uCAFE\uBABE\uAB98\uFCDE\ubcda\uef4A\b\f\n\r\t`1~!@#$%^&\*()\_+

-=[]{}|;:',./<>?"

: "Akeycanbeanystring"

},

0.5,98.6,99.44,1066,1e1,0.1e1,1e-1,1e00,2e+00,2e-00,"rosebud"]

endElement. Type = ARRAY

endDocument

null

Process finished with exit code 0

# 6. Заключение

В ходе выполнения курсовой работы были закреплены знания о формате JSON. Также более детально были изучены особенности программирования на языке C.

Была реализована поставленная задача работы – реализация SAX парсера JSON формата, а затем проведена экспериментальная проверка правильности работы созданного парсера за счет написанной прикладной программы.
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